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Abstract—The adoption of third-party libraries has become
integral to modern software development, leading to large
ecosystems such as PyPI, NPM, and Maven, where contributors
typically share the technical expertise to sustain extensions. In
communities that are not exclusively composed of developers,
however, maintaining plugin ecosystems can present different
challenges. In this early results paper, we study Obsidian, a
knowledge-centric platform whose community—focused on writ-
ing, organization, and creativity—has built a substantial plugin
ecosystem despite not being developer-centric. We investigate
what kinds of plugins exist within this hybrid ecosystem and
establish a foundation for understanding how they are main-
tained. Using repository mining and LLM-based topic modeling
on a representative sample of 396 plugins, we identify six topics
related to knowledge management and tooling, which is (i)
dynamic editing and organization, (ii) interface and layouts, (iii)
creative writing and productivity, (iv) knowledge sync solutions,
(v) linking and script tools, and (vi) workflow enhancements tools.
Furthermore, analysis of the Pull Requests from these plugins
show that much software evolution has been performed on these
ecosystem. These findings suggest that even in mixed commu-
nities, plugin ecosystems can develop recognizable engineering
structures, motivating future work that highlight three different
research directions with six research questions related to the
health and sustainability of these non-developer ecosystems.

Index Terms—Software ecosystems, software maintenance,
Knowledge-centric communities.

I. INTRODUCTION

Many researchers and practitioners are likely to assume that
software ecosystems are environments created by developers
and for developers. Platforms such as Visual Studio Code,
NPM, PyPI, and JetBrains IDEs represent this classical view:
ecosystems in which plugins and extensions support program-
ming workflows, accelerate development, enable automation,
and integrate specialized engineering tools [1]. Within this
paradigm, ecosystem evolution, maintainability, and gover-
nance have been studied primarily through the lens of software
engineering practices, with the implicit assumption that both
producers and consumers share technical expertise.

However, modern software ecosystems increasingly support
large and diverse communities whose goals extend far beyond
programming. In these environments, plugins do not merely
enhance developers’ productivity—they expand the cognitive
and creative capabilities of users who may have little or
no background in software development. This shift raises
new questions about how such ecosystems form, how they
evolve, and how developers sustain them when the primary

beneficiaries are not developers but a broader knowledge-
centric community.

Another motivation is how there is need for a richer
understanding of hybrid software ecosystems that extend be-
yond developer-centric ecosystems, especially in the era of
Generative Artificial Intelligence (GenAl). As large language
models further reduce the barriers to customization and au-
tomation [2], [3[], the boundary between coding tasks and
thinking tasks becomes increasingly blurred. Platforms like
Obsidian illustrate this transition: developers provide plugins
that enable users to construct, navigate, and reason about
knowledge through software artifacts.

Obsidian—a Markdown-based knowledge management
application—is a compelling example of this emerging class
of hybrid software ecosystems. Originally designed as a note-
taking environment, Obsidian has grown into a modular,
community-driven platform enhanced by thousands of plugins
hosted on GitHub. These plugins span a wide spectrum of
functionality: from task and calendar management, to Al-
powered writing assistants, to visualization tools, diagram
editors, music notation utilities, and flashcard generation.
Crucially, these plugins do not extend a programming envi-
ronment. They extend a set of knowledge-centric workflows:
writing, structuring information, planning tasks, externalizing
ideas, and building personal knowledge systems.

Open plugin ecosystems such as VS Code, Eclipse, Chrome,
and WordPress have been extensively studied for their struc-
ture, evolution, and governance challenges. Prior work has
examined risks such as malicious extensions [/1], malware-
related patterns in browser ecosystems [4], and incompat-
ibilities arising from high coupling in content-management
platforms [5]. These studies focus on developer-centric envi-
ronments, whereas Obsidian extends a knowledge environment
in which plugins support cognitive rather than programming
tasks. Parallel research on large language models (LLMs) has
shown their usefulness in repository classification [6f, [7]],
workflow categorization [8|], and human—AI collaboration [2],
while also addressing challenges of trust, usability, and eval-
uation in LLM-powered tools [9]-[12]. Broader perspectives
envision intelligent development environments in which Al
augments reasoning rather than just code editing [3]], [13].
Complementary efforts on plugin classification and recommen-
dation, such as systems for the Chrome Web Store [14] and
GitHub Actions [8]], target software-production ecosystems; in
contrast, our work focuses on knowledge-centric communities,



expanding the scope of modern software ecosystems toward
tools that mediate reasoning, learning, and personal organiza-
tion.

This inversion of roles—developers creating tools for a
knowledge-centric community—poses fundamental questions
for software engineering research. What kinds of software ar-
tifacts emerge in such hybrid ecosystems? How do developers
reason about users whose goals are not programming tasks but
thinking tasks? What kinds of development and maintenance
practices are sustained when the primary audience is less
likely to contribute technical implementations? And to what
extent do these ecosystems resemble, or diverge from, the
structural patterns observed in traditional developer-centric
ecosystems, such as collaborative maintenance models and
standard contribution flows?

Despite its rapid adoption and vibrant plugin ecosystem,
Obsidian has received limited systematic attention from the
software engineering community, especially when compared
to ecosystems such as VS Code or the Chrome Web Store [|14].
This absence of formal analysis obscures fundamental ques-
tions: how the ecosystem is organized, which functionalities
dominate, how specialized its extensions are, or how de-
velopers maintain them over time. Moreover, Obsidian sits
at the intersection of software engineering, human—computer
interaction, personal knowledge management, and cognitive
augmentation—making it an ideal setting to explore emerging
hybrid software ecosystems.

Motivated by these gaps, this research preview presents an
early investigation of the Obsidian plugin ecosystem from
a software engineering standpoint. We combine repository
mining, clustering, and large language models (LLMs) to
uncover the functional landscape of the ecosystem and to
analyze the extent to which plugins are maintained. This study
is exploratory by design: rather than delivering a complete
evaluation, we aim to assess the feasibility and value of
applying software engineering techniques to an ecosystem
whose primary purpose is not software production.

Our investigation is guided by the following research ques-
tions:

e RQI1: What kinds of plugins exist within the Ob-
sidian ecosystem? This question is motivated by the
need to understand how functionality is organized in a
hybrid ecosystem where developers build plugins for a
knowledge-centric community, rather than for program-
ming workflows.

e RQ2: To what extent are these plugins maintained with
respect to Pull Requests to these plugins? This question
arises from the uncertainty about whether plugins used
primarily by non-developers follow maintenance patterns
similar to traditional developer-centric ecosystems.

Our research shows that such non developer ecosystems do
evolve their software systems, which brings three different
research directions with six research questions. A complete
reproduction package, including all scripts, processed data,
and artifacts used in this preliminary analysis, is publicly

available for inspection and reuse at https://doi.org/10.5281/
zenodo.17632440.

II. ENVISIONED METHODOLOGY: A CASE OF OBSIDIAN

The proposed methodology aims to construct an initial,
data-driven taxonomy of the Obsidian plugin ecosystem com-
posed of three main stages, namely (i) Data Collection and
Preparation, (ii) Approach to answer RQI: Topic Modeling
and Labeling, and (iii) Approach to answer RQ2: Source
Repositories Mining.

A. Data Collection and Preparation

This exploratory study focuses on the community-
maintained ecosystem of Obsidian plugins. We retrieved the
full registry{ﬂ on October 20, 2025, obtaining 2,667 plugins
with metadata such as name, author, description, and repos-
itory URL. For a manageable yet representative analysis,
we sampled 400 plugins. This sample size provides a 95%
confidence level with a 5% margin of error for population
proportions, establishing a robust and unbiased corpus for the
subsequent clustering and topic modeling tasks

Because many plugin descriptions were too short to cap-
ture functionality, we enriched them by extracting additional
keyphrases from each plugin’s README file. For every repos-
itory, all README files were collected and processed with
the open-source LLM gpt—oss-]ZOlf] (MXFP4, 16-bit GGUF,
served via Ollama), which was prompted to generate two to
four concise keyphrases summarizing core features.

To maintain linguistic consistency, non-English READMEs
were automatically filtered out. Four repositories were re-
moved during this step, resulting in 396 valid plugin instances
used for subsequent analysis.

B. Approach to answer RQI: Topic Modeling and Labeling

With the goal of identifying the main themes to which the
plugins belong, we employed the BERTopic libraryﬂ a widely
used framework for topic modeling and document clustering.

The first step was to create a set of input documents. For
each plugin, we produced one document by concatenating
its name, short description, and extracted keyphrases. Vector
embeddings were then generated using the Qwen/Qwen3-
Embedding-O0. 6&7_{] model (16-bit GGUF export, served through
Ollama). The resulting embeddings were L2 normalizedE]

We applied the default BERTopic pipeline, starting with
the dimensionality reduction performed by the UMAP al-
gorithm [15], using as parameters n_neighbors = 5,
man_dist = 0.0 and metric = “cosine” to give more
attention to the local structure. Then a clustering phase was
performed via HDBSCAN [16], and topic identification and
representation was performed using Bag-of-Words models.

Uhttps://github.com/obsidianmd/obsidian-releases/blob/master/
community-plugins.json

“https://huggingface.co/unsloth/gpt-oss- 120b-GGUF

3https://maartengr.github.io/BERTopic/index.html

4https://huggingface.co/Qwen/Qwen3-Embedding-0.6B-GGUF

Shttps:/scikit-learn.org/stable/modules/generated/sklearn.preprocessing.normalize.html
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This identifies a set of representative terms describing each
topic.

The final phase is the LLM-based label generation, were
we used gpt-oss-120b (same setting as before). Iteratively, pro-
cessing topics in a randomized sequence, the model received a
random sample of five plugins (name, description, keyphrases,
and topic terms) and was prompted to generate a concise title
label. The previously assigned labels were also included in the
prompt to avoid redundancy.

In addition, a second label has been generated, i.e., parent
label, by grouping similar topic using the the hierarchical
topics function of BERTopicﬂ which basically builds a den-
drogram and identifies the cutoff distance. For each parent
topic, we generated a label using the same procedure as before,
considering each parent topic as a distinct cluster.

C. Approach to answer RQ2: Source Repositories Mining

To address RQ2, we mined the source software repositories
for each plugin instance in our plugin list. Since all repositories
were hosted on GitHub, we used PyGitHulﬂ to access the
GitHub APIs. For each repository, we extracted the number of
open, closed, and total pull requests. Then, for each topic, we
aggregated this data by computing descriptive statistics (sum,
mean, standard deviation, min, and max).

III. PRELIMINARY RESULTS

This section summarizes the preliminary findings from
our exploratory analysis of the Obsidian plugin ecosystem,
structured around two research questions.

A. Plugin Topics in the Obsidian Ecosystem

Our analysis of 396 plugins shows that the Obsidian ecosys-
tem is both diverse and semantically coherent, producing a
total of 26 different topics, grouped in 6 different parent topics.
57 instances were not assigned to any of the identified topics.

Figure [T] displays the two-dimensional projection of plu-
gin embeddings, where clusters reveal distinct functional
areas. The most densely populated regions correspond to
productivity-centric workflows—daily note taking, task and
calendar integration, writing support, and accelerated note
creation—highlighting Obsidian’s role as a workspace for
knowledge-centric workflows rather than software develop-
ment.

More specialized or creative functionalities appear in pe-
ripheral clusters, such as diagram editing, image manipulation,
PDF handling, and music notation. Although smaller in size,
these groups form cohesive semantic neighborhoods, showing
how community developers extend Obsidian for diverse use
cases within a knowledge-centric community.

The hierarchical perspective in Figure 2] further illustrates
how these topics relate at broader levels of abstraction. We
reported a parent labels to identify each major group of
topics, defined by different colors. Productivity-centric plu-
gins (writing, tasks, templating) merge into a larger family

Shttps://maartengr.github.io/BERTopic/api/plotting/hierarchy.html
7https://github.com/PyGitHub/PyGitHub

of workflow-support tools. Synchronization, exporting, and
automation functionalities form a second domain centered on
interoperability and vault management. Creative and visual-
ization plugins appear as smaller but distinct branches.

Answer to RQ1

We identified six types of plugins related to knowledge
management and tooling. Our taxonomy highlighted
six labels: (i) dynamic editing and organization, (ii)
interface and layouts, (iii) creative writing and produc-
tivity, (iv) knowledge sync solutions, (v) linking and
script tools, and (vi) workflow enhancements tools.

B. Maintenance of the Plugins

Table [I] shows pull-request (PR) activity aggregated per
topic. The results reveal substantial variation in maintenance
intensity but overall consistent evidence of active development
across the ecosystem. High-activity topics such as Vault Man-
agement and Automation, Task & Calendar Integration, and
Tab Ul Customization Suite stand out; in particular, Topic 3
(Task & Calendar Integration) has the highest total number of
PRs and also the largest number of both open and closed PRs.

In contrast, more specific or creative categories—such as
Music Notation & Chord Suite or Interactive Diagram & Icon
Suite—show lower PR volumes, reflecting smaller user bases
and narrower functional scope. Notably, Topic 14 (Quick Line
Editing Toolkit) records the lowest number of total PRs and
also the minimum values across all related metrics.

Across nearly all topics, closed PRs far exceed open ones,
indicating that contributors tend to process and resolve in-
coming work. Despite being used largely by non-developers,
the ecosystem exhibits maintenance patterns similar to ma-
ture software environments, including iterative improvement,
steady contribution flow, and topic-specific concentrations of
activity.

Answer to RQ2

The results show substantial variation in maintenance
intensity, but clear evidence of ongoing development
with PRs receiving and closing Pull Requests. The
most actively maintained plugins belong to Task &
Calendar Integration (Topic 3), which has the highest
total number of PRs, the largest number of closed
PRs, and the most open PRs. At the other end of the
spectrum, Quick Line Editing Toolkit (Topic 14) shows
the lowest levels of PR activity across all metrics.

IV. RESEARCH PLAN

Building on these findings, our results suggest that non-
developer ecosystems do experience software evolution. This
motivates several focused research directions outlined below.
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A. Developers Intertwined with Knowledge-Centric

Our analysis indicates active maintenance, suggesting that
developer support may originate both inside and outside the
Obsidian ecosystem. We aim to understand the sources and
nature of this support through the following guiding questions:

o Who maintains these plugins—contributors from within
the ecosystem, external developers, or both—and how do
they relate to the knowledge-centric community?

o What technical skills do maintainers possess, and to
what extent do knowledge-centric communities depend
on developer expertise for sustainability?

e Do knowledge-centric communities intersect with de-
veloper communities, and what forms do these cross-
community interactions take?

B. Deepening the Software Evolution Analysis

Pull-request activity provides an initial view of sustainabil-
ity, but hybrid ecosystems require richer indicators. We will
therefore ask:

o How do issue activity, commit patterns, contributor di-
versity, and release cadence vary across plugin groups?

« Do knowledge-centric plugins follow evolution and main-
tenance patterns comparable to developer-centric ecosys-
tems?

C. Knowledge-Centric vs. Developer Ecosystem Comparisons

Although Obsidian shares structural traits with traditional
ecosystems, the extent and meaning of this resemblance re-
main open questions:



TABLE I: Summary of Topics with Pull Request Metrics. Blue indicates the maximum value in a column; Red indicates the
minimum value. Parent label colours match the cluster colours in Figure E}

PRs PRs PRs PRs Open Open Closed Closed
Topic Count Topic Label Parent Label Sum Max Mean SD Sum Max Sum Max

1110 Outline Navigation & Numbering Dynamic Editing & Organization Suite 49 30 4.90 9.29 4 3 45 29
14 9 Quick Line Editing Toolkit Dynamic Editing & Organization Suite 3 2 0.33 0.71 0 0 3 2
17 8 Code Block Enhancement Pack Dynamic Editing & Organization Suite 75 20 9.38 14.01 2 1 73 19
18 7 Comprehensive List Management Suite  Dynamic Editing & Organization Suite 29 10 4.14 3.72 0 0 29 10
20 6 Hierarchical Tag Visualization Suite Dynamic Editing & Organization Suite 49 22 8.17 7.78 0 0 49 22
4 20 Tab UI Customization Suite Interface & Layout Optimization Pack 493 363 2465 80.63 16 4 477 359
7 18 File Explorer Enhancement Pack Interface & Layout Optimization Pack 102 62 5.67 15.08 11 11 91 62
12 10 Accelerated Note Creation Suite Interface & Layout Optimization Pack 18 15 1.80 4.66 6 6 12 9
3 21 Task & Calendar Integration Creative Writing Productivity Suite 619 182 2948 49.26 43 25 576 179
8 15 Daily Note Workflow Suite Creative Writing Productivity Suite 300 87  20.00 27.54 6 1 294 87
10 12 Chronology and Timer Toolkit Creative Writing Productivity Suite 109 29 9.08 9.89 14 4 95 26
13 9 Writing Productivity and Stats Creative Writing Productivity Suite 12 4 1.33 2.00 0 0 12 4
22 6 Vault Synchronization Status Suite Comprehensive Vault Sync Solutions 53 22 8.83 10.11 0 0 53 22
23 6 GitHub Integration & Sync Comprehensive Vault Sync Solutions 42 19 7.00 8.10 0 0 42 19
0 35 Smart Link Management Pack Smart Link & Script Tools 268 97 7.66 18.19 36 7 232 92
1 33 Al-Driven Note Companion Smart Link & Script Tools 221 76 6.70 14.27 26 8 195 76
2 23 Cross-Platform Note Export Suite Smart Link & Script Tools 142 42 6.17 10.54 21 5 121 39
5 20 Book Annotation Sync Suite Smart Link & Script Tools 438 125 21.90 37.41 23 6 415 119
16 8 Vault Management and Automation Smart Link & Script Tools 351 305 4388 11349 2 1 349 304
19 6 Comprehensive PDF Note Suite Smart Link & Script Tools 20 8 3.33 3.72 0 0 20 8
21 6 Bulk Template Automation Suite Smart Link & Script Tools 19 8 3.17 4.07 0 0 19 8
25 6 Obsidian-Anki Flashcard Suite Smart Link & Script Tools 31 12 5.17 6.94 0 0 31 12
6 18 Dynamic Financial Data Toolkit Versatile Workflow Enhancement Tools 256 134 14.22 32.50 16 5 240 129
9 13 Advanced Image Management Tools Versatile Workflow Enhancement Tools 106 62 8.15 16.67 18 10 88 52
15 8 Interactive Diagram & Icon Suite Versatile Workflow Enhancement Tools 48 12 6.00 493 1 1 47 12
24 6 Music Notation & Chord Suite Versatile Workflow Enhancement Tools 25 18 4.17 6.55 0 0 25 18

o How does Obsidian’s functional landscape compare with
ecosystems such as VS Code, JetBrains Marketplace, or
the Chrome Web Store?

« How does maintenance intensity differ between ecosys-
tems created for knowledge work and those designed for
software development?

This plan outlines the key steps required to expand the
preliminary study into a full investigation of knowledge-centric
plugin ecosystems.

V. POTENTIAL RISKS AND LIMITATIONS

As a research preview, this study presents early findings and
therefore carries several limitations that will be addressed in
the full version of the work.

First, our analysis is based on a representative subset of 396
plugins rather than the complete ecosystem of 2,667 plugins.
While sufficient for exploratory insights, this sampling may
overlook long-tail functionalities or subtle topic boundaries
that only emerge at full scale. Extending the analysis to the
full dataset is therefore a central objective of the next phase.

Second, the methodology relies on LLM-generated
keyphrases and topic labels. Although effective for early analy-
sis, these steps introduce potential biases related to prompting,
sampling strategy, and model behaviour. The absence of a
gold-standard taxonomy for knowledge-centric plugins also
limits our ability to validate clusters quantitatively. To mitigate
this, future work will verify the topic hierarchy consistency,
along with cross-model comparisons and manual validation.

Third, the maintainability analysis currently uses pull-
request activity as the sole indicator of sustainability. While
PRs provide a useful initial signal, they capture only one

dimension of ecosystem health. The full study will integrate
additional repository-level metrics—including issues, com-
mits, contributor activity, and release cadence—to develop a
more comprehensive view of maintenance practices in this
hybrid ecosystem.

Finally, Obsidian’s mixed community of developers and
non-developers may follow contribution and maintenance pat-
terns that differ from those observed in traditional developer-
centric ecosystems. This makes Obsidian a valuable case
for understanding how maintenance dynamics evolve in
knowledge-centric plugin ecosystems.

VI. CONCLUSION

This research preview presented an initial exploration of
the Obsidian plugin ecosystem through the lens of software
engineering. As output, we produced a first data-driven taxon-
omy, providing an early view of its maintenance characteristics
that exhibits organizational patterns (e.g., functional domains,
active pull-request activity) reminiscent of traditional software,
suggesting developers are central to maintaining this hybrid,
user-focused environment.

More broadly, the results show that modern software ecosys-
tems increasingly operate at the intersection of coding and
thinking. As platforms like Obsidian grow, the boundary be-
tween development tools and knowledge-centric tools becomes
more fluid, raising new questions for software engineering
about how such ecosystems form, evolve, and are maintained.
The next phase of this work will by to execute our research
plan at scale. Advancing this research agenda will contribute
to a broader understanding of software ecosystems—one that
spans programming practices, knowledge-centric workflows,
and community-driven innovation.
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